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Abstract
This paper proposes a novel gain time reclaiming framework integrating WCET analysis for object-oriented real-time systems in order to provide greater flexibility and without loss of the predictability and efficiency of the whole system. In this paper we present an approach which demonstrates how to improve the utilisation and overall performance of the whole system by reclaiming gain time at run-time. Our approach shows that integrating WCET with gain time reclaiming not only can provide a more flexible environment to develop object-oriented real-time applications, but it also does not necessarily result in unsafe or unpredictable timing analysis.
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1. Introduction
There is a trend towards using object-oriented programming languages, such as Java and C++, to develop real-time applications. The success of hard real-time systems, undoubtedly, relies upon their capability of producing functionally correct results within defined timing constraints. In order to achieve this, the processor and resource requirements of the hard real-time tasks have to be reserved. However, this may result in under utilisation and lead to very poor performance for aperiodic tasks. Unfortunately, object-oriented programming languages support more dynamic behaviour than procedural programming languages, and some of these features may bring about object-oriented applications having a more pessimistic worst-case behaviour. In consequence, object-oriented real-time systems may suffer from significantly lower utilisation and poorer overall performance of the whole system than procedural real-time systems.

Most scheduling algorithms assume that the WCET of each task is known prior to doing the schedulability analysis. Typically, the WCET analysis and schedulability analysis are carried out separately. On the one hand, sophisticated techniques for WCET analysis [6,14,13], for instance to model caching and pipelining, are used in order to achieve safe and tight WCET estimation. However, most WCET analysis approaches are only considered in relation to procedural programming languages. Some research groups have proposed various approaches [8,15] to address these issues, but most approaches result in developing environments which are inflexible and very limited. On the other hand, in order to develop more flexible real-time systems, a number of research groups have proposed various flexible scheduling algorithms [5,12], for instance priority server algorithms [5] and slack stealing algorithm [12]. In general, these flexible scheduling algorithms are mainly focused on the use of WCET to improve the performance of the aperiodic tasks at run-time. They have, however, paid insufficient attention the fact that, for the most part, hard real-time tasks are not executing via the worst-case execution time path. Therefore, even though they have demonstrated very complex scheduling algorithms to improve the average performance of the whole system, the improvements are still limited and the overhead of the implementation is extremely high or it is sometimes not even possible to implement them in practice.

In general, the spare capacity of the real-time system may be divided into three groups [7]: extra capacity, gain time, and spare time. Extra capacity is the capacity which is not allocated for hard real-time tasks during the design phase. This can be identified off-line. The gain time is produced when the hard real-time tasks execute in less than their worst-case execution times. This may only be reclaimed at run-time since it depend on the actual executions of the tasks [7]. The spare time may be defined as a situation in which the sporadic tasks do not arrive at their maximum rate. Most flexible scheduling algorithms are mainly focused on reclaiming the extra capacity of the system. Only some research approaches [9,1] have discussed how to reclaim the gain time. However, they have tended to focus on procedural programming languages, rather than on object-oriented programming languages.

In this paper we propose an approach which demonstrates how to improve the utilisation and performance of the whole system by reclaiming gain time at run-time. We use a gain time reclaiming mechanism to compensate for the tradeoff among the flexibility, efficiency and predictability. Our approach shows that integrating WCET analysis with gain time reclaiming not only may achieve high utilisation and high per-
formance of the whole real-time system, but also keep the flex-
ibility of the object-oriented real-time applications. The major
contributions of this paper are:

- presenting how to address the dynamic behaviour of
  object-oriented programming features with minimum an-
notations
- demonstrating how to reclaim the gain times of object-
  oriented real-time systems with the gain time reclaiming
  graphs
- balancing the flexibility and predicability of object-
  oriented real-time applications by integrating WCET anal-
ysis

The rest of the paper is organised as follows. Section 2 gives
an overview of our previous work. Section 3 demonstrates how
gain times can be reclaimed in object-oriented real-time sys-
tems. Finally, the conclusion and future work are presented in
Section 4.

2. Previous Work

Our previous work, called Extended Real-Time Java
(XRTJ)[11], extends the current Real-Time Java architecture
architecture has been developed with the whole software de-
velopment process in mind: from the design phase to run-time
phases. For example, using our approach, the system can be
evaluated during the design, and the timing constraints of the
application can be validated during run-time. We integrate our
approach with the portable WCET analysis, proposed by Bernat
et al. [3] and extended by Bate et al. [2], for the WCET estima-
tion.

In our previous approach [11], we have introduced the Ex-
tensible Annotations Class (XAC) format, which stores extra
information that cannot be expressed in the source code. The
XAC format is an annotation structure that can be stored in files
or as an additional code attribute in Java Class Files (JCF).
We have also addressed dynamic dispatching issues in object-
oriented real-time applications [10]. Here, minimum annota-
tions are provided to ensure the predictability of dynamic bind-
ing methods and estimate safe and tight WCET for hard real-
time applications. However, our previous work mainly focused
on the analysis of the hard real-time object-oriented tasks.

3. Gain Time Reclaiming

In order to balance the tradeoff between the flexibility and
efficiency of the real-time systems, gain time reclaiming needs
to be applied. For the most part, the gain time reclaiming in
object-oriented programming languages may be classified in
three groups: structural constraints reclaiming, functional con-
straints reclaiming, and object constraints reclaiming. We use
some WCET annotations, which are presented in our previous

---

Table 1. Gain Time Reclaiming Annotations

<table>
<thead>
<tr>
<th>Annotation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>//@ GainTime(Units /path /mode /method)</td>
<td>–A1</td>
</tr>
<tr>
<td>//@ Dyn_GainTime(maxLoopcount, Scope_Name)</td>
<td>–A2</td>
</tr>
<tr>
<td>//@ OO_GainTime(Object_Name)</td>
<td>–A3</td>
</tr>
</tbody>
</table>

Figure 1. An example of gain time reclaiming [13]

Our approach is similar to Audsley et al.’s approach [1],
which is proposed for procedural programming language. We
have defined two annotations (A1 & A2), which are given in Ta-
ble 1, to cope with structural constraints reclaiming. As shown
in Figure 1, we can annotate the static gain time, such as pre-
calculated units or paths, with annotation A1, and the dynamic
gain time, defined for unknown iteration times, with annota-
tion A2. In Figure 1, the if-then-else basic block can reclaim
100 cycles at Line 10, if the condition expression is TRUE (i.e.
$data[i] < 0$) and the while-loop is part of its worst case path.
With respect to the dynamic gain time, we can simply add an
annotation to a non-constant iteration loop, such as for-loop or
while-loop, in order to reclaim gain times at run-time.

Essentially, the gain time can be reclaimed as soon as the
exact execution path of the task or iteration time are identified. Note that either the run-time system, such as the Virtual Machine, must support a mechanism to count the exact iteration of the loop at run-time or addition code must be introduced by an annotation aware compiler to count the loops. It should also be noted that it could be possible that the actual reclaimed gain time is less than the run-time overhead of the reclaiming. In this situation, the gain time should be either neglected or accumulated until it is worth reporting.

3.2. Functional Constraints Reclaiming

This section is mainly concerned with reclaiming the gain times which suffer from functional constraints. This covers the issues that remain from the previous sections, which did not take into account the functional and data dependencies of the exclusive paths or modes of the real-time task.

Identifying the exclusive paths [13] or various modes [6] in order to calculate the WCET estimation of the real-time program is widely used in the WCET field. Based on design knowledge, the annotations of the exclusive paths or modes may be distinguished during the design phase. Using these annotations, the WCET estimation of each exclusive path or mode may be calculated. However, one should note that it is possible that the WCET estimations of the exclusive paths or different modes are spread over a wide range, and the exact execution path or mode cannot be determined during the design phase. As a result, the WCET estimation could be very pessimistic. In order to address this, we propose a gain time reclaiming framework which takes into account the functional constraints of the structure of the programs.

In our approach, we use the gain time annotation \( (A1) \), given in Table 1, to identify where the exclusive path or mode can be determined. As soon as the specific execution path or mode is determined or executed, the associated gain time of the executed path or mode can be reclaimed. Again using the previous example in Figure 1, the \( A1 \) annotation can be annotated at Line 12 to reclaim the functional associated gain time at run-time. It can be observed that using functional constraints reclaiming may reclaim the gain time earlier than the structural constraint reclaiming.

3.3. Object Constraints Reclaiming

So far, we have only discussed the gain time reclaiming which may apply to both procedural and object-oriented programming languages. We have argued for the need to use dynamic dispatching and demonstrated how to guarantee the deadline of hard real-time tasks in our previous work [10]. Our previous approach has shown that allowing the use of dynamic dispatching not only can provide a more flexible way to develop object-oriented hard real-time applications, but it also does not necessarily result in unpredictable timing analysis. Essentially, a \( //@maxWCET() \) annotation is used to indicate the WCET of a dynamic dispatching method call. However, we cannot avoid the fact that the use of \( //@maxWCET() \) might have relatively pessimistic results if the class family is too large or the WCET estimations for different classes are spread over a wide range of values. In order to compensate for the penalty of the flexibility of the object-oriented programming, gain time reclaiming is required.

Before discussing further details of the object constraint reclaiming, two novel terminologies are introduced below.

- An Object Type Lifetime Graph (OTLG) is a diagram which represents lifetimes of types of particular objects in a specific task. An OTLG is made of two types of component: node and edge. A node denotes a place where the type of the object is changed, whereas an edge illustrates the lifetime of a particular type of object between two nodes.

- An Object Gain Time Reclaiming Graph (OGTRG) is a diagram which illustrates places where the object constraint reclaiming may take place. An OGTRG also consists of two types of component: node and edge. A node denotes a place where the gain time can be reclaimed, whereas an edge illustrates that there is no gain time reclaiming taking place.

Essentially, the value of the dynamic dispatching gain time of each object can be calculated as follows: \( //@GainTime()=//@maxWCET()-//@UseWCET() \). The annotations of the object gain time reclaiming may be generated by using design knowledge or by producing an OGTRG. In order to reduce the run-time overhead, annotation \( A3 \) may be applied to define which object’s gain times are going to be reclaimed. The procedure of object gain time reclaiming is given as follows.

The control flow graph (CFG) can be produced from the source code (or Java class file) for each hard real-time task. Based on the CFG, the OTLG, which illustrates the lifetime
of an object, can be produced. In the OTLG diagram, symbolic references may be applied to represent the relationship between the dynamic dispatching objects of the same class family during run-time. Using the CFG diagram and the OTLG diagram of each object, the exact places and amounts of gain time reclaiming can be identified. These gain time reclaiming places can be illustrated in an OGTRG for each object. Following this, the gain time reclaiming of all objects in the real-time task can be merged together and provided for the run-time environment (or Java virtual machine) to reclaim them. A diagram which illustrates the transformation from CFG to OGTRG is given in Figure 3.

Solving the symbolic expression of an associated class family can improve the reclaiming as early as possible. As shown in figures 2 and 3, the gain time of the object \( bb \) can be reclaimed as soon as the type of the object \( cc \) is determined.

4. Conclusion and Future Work

This paper has demonstrated a novel gain time reclaiming framework integrating WCET analysis for object-oriented real-time systems. Our approach shows that integrating WCET with gain time reclaiming not only can provide a more flexible environment to develop object-oriented real-time applications, but may achieve high utilisation and high performance of the whole real-time system.

Here, we have mainly discussed the dynamic behaviour of object-oriented features, which is exclusively restricted to a consideration of the language syntax and semantic aspects. In order to cover as much dynamic behaviour of the object-oriented programming features as possible, our future work has to take into account: memory management, dynamic loading and extension, and remote method invocation (RMI) issues.
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